
5. Self-reflection

We present the following fact with a proof depending on another fact.

5.1. Fact. Let x, y be to distinct variables (e.g. x, x′ or x′′, x′′′). Then

x 6=λ y.

Proof. Use Fact 4.17. If x =l y, then x has two normal forms: itself and y.

5.2. Application. K 6=λ I.

Proof. Suppose K = I. Then

x = Kxy

= I Kxy

= K Ixy

= Iy

= y,

a contradiction.

5.3. Application. There is no term P1 such that P1(xy) =λ x.

Proof. If P1 would exist, then as Kxy = x = Ix one has

Kx = P1((Kx)y) = P1(Ix) = I.

Therefore we obtain the contradiction

x = Kxy = Iy = y.

In a sense this is a pity. The agents, that lambda terms are, cannot separate
two of them that are together. When we go over to codes of lambda terms the
situation changes. The situation is similar for proteins that cannot always cut
into parts another protein, but are able to have this effect on the code of the
proteins, the DNA.

Data types

Before we enter the topic of coding of lambda terms, it is good to have a look
at some datatypes.

Context-free languages can be considered as algebraic data types. Consider
for example

S → 0
S → S+

This generates the language

Nat = {0, 0+, 0++, 0+++, . . .}
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that is a good way to represent the natural numbers

0, 1, 2, 3, . . .

Another example generates binary trees.

S → ♠
S → •SS

generating the language that we call Tree. It is not necessary to use parentheses.
For example the words

•♠ • ♠♠
• • ♠♠♠
• • ♠♠ • ♠♠

are in Tree. With parentrheses and commas these expressions become more
readable for humans, but these auxiliary signs are not necessary:

•(♠, •(♠,♠))
•(•(♠,♠),♠)
•(•(♠,♠), •(♠,♠))

These expressions have as ‘parse trees’ respectively the following:

•

||
||
||
||

AA
AA

AA
AA

♠ •

~~
~~
~~
~~

AA
AA

AA
AA

♠ ♠

•

}}
}}
}}
}}

DD
DD

DD
DD

•

~~
~~
~~
~~

@@
@@

@@
@@

♠

♠ ♠

•

ww
ww
ww
ww
ww
ww

FF
FF

FF
FF

FF
FF

•

®®
®®
®®
®®

44
44

44
44

•

®®
®®
®®
®®

44
44

44
44

♠ ♠ ♠ ♠
One way to represent as lambda terms such data types is as follows.

5.4. Definition. (Böhm and Berarducci)
(i) An element of Nat, like 0++ will be represented first like

s(sz)

and then like
λsz.s(sz).

If n is in Nat we write n for this lambda term. So 2 ≡ λsz.s(sz),
3 ≡ λsz.s(s(sz)). Note that n ≡ λsz.snz ≡ Cn.
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(ii) An element of Tree, like •♠ • ♠♠ will be represented first by

bs(bss)

and then by
λbs.bs(bss).

This lambda term is denoted by •♠ • ♠♠ , in this case. In general a tree t in
Tree will be represented as lambda term t .

Now it becomes possible to compute with trees. For example making the
mirror image is performed by the term

Fmirror ≡ λtbs.t(λpq.bqp)s.

The operation of enting one tree at the endpoints of another tree is performed
by

Fenting ≡ λt1t2bs.t1b(t2bs).

The attentive reader is advised to make exercises 5.4 and 5.5.

Tuples and projections

For the efficient coding of lambda terms as lambda terms a different represen-
tation of datatypes is needed. First we find a way to connect terms together in
such a way, that the components can be retrieved easily.

5.5. Definition. Let ~M ≡ M1, . . . , Mn be a sequence of lambda terms. Define

〈M1, . . . , Mn〉 ≡ λz.zM1, . . . , Mn.

Here the variable z should not be in any of the M ’s. Define

Un
i ≡ λx1, . . . , xn.xi.

5.6. Proposition. For all natural numbers i, n with 1 ≤ i ≤ n, one has

〈M1, . . . , Mn〉Un
i = Mi.

5.7. Corollary. Define P n
i ≡ λz.zUn

i . Then P n
i 〈M1, . . . , Mn〉 = Mi.

Now we introduce a new kind of binary trees. At the endpoints there is not a
symbol ♠ but a variable x made into a leaf Lx. Moreover, any such tree may
get ornamented with a !. Such binary trees we call labelled trees or simply
ltrees.

5.8. Definition. The data type of ltrees is defined by the following context-free
grammar. The start symbol is ltree.

ltree → L var

ltree → P ltree ltree

ltree → ! ltree
var → x
var → var′
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A typical ltree is !P !Lx!!P !LxLy or more readably !P (!Lx, !!P (!Lx, Ly)). It can
be representated as a tree as follows.

!P

yy
yy
yy
yy

EE
EE

EE
EE

!Lx !!P

zz
zz
zz
zz

CC
CC

CC
CC

!Lx Ly

We say that for ltree there are three constructors. A binary constructor P that
puts two trees together, and two unary constructors L and !. L makes from a
variable an ltree and ! makes from an ltree another one.

Now we are going to represent these expressions as lambda terms.

5.9. Definition. (Böhm, Piperno and Guerrini)
(i) We define three lambda terms FL, FP , F! to be used for the representation
of ltree.

FL ≡ λxe.eU3
1 xe;

FP ≡ λxye.eU3
2 xye;

F! ≡ λxe.eU3
3 xe.

These definitions are a bit more easy to understand if written according to their
intended use (do exercise 5.7).

FLx = λe.eU3
1 xe;

FP xy = λe.eU3
2 xye;

F!x = λe.eU3
3 xe.

(ii) For an element t of ltree we define the representing lambda term t .

Lx = FLx;

Pt1t2 = FP t1 t2 ;

!t = F! t .

Actually this is just a mnemonic. We want that the representations are normal
forms, do not compute any longer.

Lx ≡ λe.eU3
1 xe;

Pt1t2 ≡ λe.eU3
2 t1 t2 e;

!t ≡ λe.eU3
3 t e.

The representation of the data was chosen in such a way that computable
function on them can be easily represented. The following result states that
there exist functions on the represented labelled trees such that their action on
a composed tree depend on the components and that function in a given way.
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5.10. Proposition. Let A1, A2, A3 be given lambda terms. Then there exists a
lambda term H such that11.

H(FLx) = A1xH

H(FP xy) = A2xyH

H(F!x) = A3xH

Proof. We try H ≡ 〈〈B1, B2, B3〉〉 where the ~B are to be determined.

H(FLx) = 〈〈B1, B2, B3〉〉(FLx)

= FLx〈B1, B2, B3〉
= 〈B1, B2, B3〉U3

1 x〈B1, B2, B3〉
= U3

1 B1, B2, B3x〈B1, B2, B3〉
= B1x〈B1, B2, B3〉
= A1xH,

provided that B1 ≡ λxb.A1x〈b〉. Similarly

H(FP xy) = B2xy〈B1, B2, B3〉
= A2xyH,

provided that B2 ≡ λxyb.A2xy〈b〉. Finally,

H(F!x) = B3x〈B1, B2, B3〉
= A3xH,

provided that B3 ≡ λxb.A3x〈b〉.

Stil we have as goal to represent lambda terms as lambda terms in nf, such
that decoding is possible by a fixed lambda term. Moreover, finding the code of
the components of a term M should be possible from the code of M , again using
a lambda term. To this end the (represented) constructors of ltree, FL, FP , F!,
will be used.

5.11. Definition. (Mogensen) Define for a lambda term M its code M as
follows.

x ≡ λe.eU3
1 xe = FLx;

MN ≡ λe.eU3
2 M N e = FP M N ;

λx.M ≡ λe.eU3
3 (λx. M )e = F!(λx. M ).

11A weaker requirement is the following, where H of a composed ltree depends on H of the
components in a given way:

H(FLx) = A1x(Hx)

H(FP xy) = A2xy(Hx)(Hy)

H(F!x) = A3x(Hx)

This is called primitive recursion, whereas the proposition provides (general) recursion.
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The trick here is to code the lambda with lambda itself, one may speak of
an inner model of the lambda calculus in itself. Putting the ideas of Mogensen
[1992] and Böhm et al. [1994] together, as done by Berarducci and Böhm [1993],
one obtains a very smooth way to create the mechanism of reflection the lambda
calculus. The result was already proved in Kleene [1936]12.

5.12. Theorem. There is a lambda term E (evaluator or self-interpreter) such
that

E x = x;

E MN = E M (E N );

E λx.M = λx.(E M ).

It follows that for all lambda terms M one has

E M = M.

Proof. By Proposition 5.10 for arbitary A1, . . . , A3 there exists an E such that

E(FLx) = A1xE;

E(FP mn) = A2mnE;

E(F!p) = A3pE.

If we take A1 ≡ K, A2 ≡ λabc.ca(cb) and A3 ≡ λabc.b(ac), then this becomes

E(FLx) = x;

E(FP mn) = Em(En);

E(F!p) = λx.(E(px)).

But then (do exercise 5.9)

E( x ) = x;

E( MN ) = E M (E N );

E( λx.M ) = λx.(E( M )).

That E is a self-interpreter, i.e. E M = M , now follows by induction on M .

5.13. Corollary. The term 〈〈K, S, C〉〉 is a self-interpreter for the lambda cal-
culus with the coding defined in Definition 5.11.

Proof. E ≡ 〈〈B1, B2, B3〉〉 with the ~B coming from the A1 ≡ K, A2 ≡
λabc.ca(cb) and A3 ≡ λabc.b(ac). Looking at the proof of 5.10 one sees

B1 = λxz.A1x〈z〉
= λxz.x

= K;

12But only valid for lambda terms M without free variables.
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B2 = λxyz.A2xy〈z〉
= λxyz.〈z〉x(〈z〉y)

= λxyz.xz(yz)

= S;

B3 = λxz.A3x〈z〉
= λxz.(λabc.b(ac))x〈z〉
= λxz.(λc.xcz)

≡ λxzc.xcz

≡ λxyz.xzy

≡ C, see exercise 4.6.

Hence E = 〈〈K, S, C〉〉.

This term
E = 〈〈K, S, C〉〉

is truly a tribute to

Kleene, Stephen Cole

(1909-1994)

(using the family-name-first convention familiar from scholastic institutions)
who invented in 1936 the first self-interpreter for the lambda calculus13.

The idea of a language that can talk about itself has been heavily used with
higher programming languages. The way to translate (‘compile’) these into ma-
chine languages is optimized by writing the compiler in the language itself (and
run it the first time by an older ad hoc compiler). This possibility of efficiently
executed higher programming languages was first put into doubt, but was re-
alized by mentioned reflection since the early 1950-s and other optimalizations.
The box of Pandora of the world of IT was opened.

The fact that such extremely simple (compared to a protein like titin with
slightly less than 27000 aminoacids) self interpreter is possible gives hope to
understand the full mechanism of cell biology and evolution. In Buss and
Fontana [1994] evolution is modelled using lambda terms.

Exercises

5.1. Show that

K 6=λ S;

I 6=λ S.
.

13Kleene’s construction was much more involved. In order to deal with the ‘binding effect’
of λx lambda terms where first translated into CLbefore the final code was obtained. This
causes some technicalities that make the original E more complex.
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5.2. Show that there is no term P2 such that P2(xy) =λ y.

5.3. Construct all elements of Tree with exactly four ♠s in them.

5.4. Show that

Fmirror •♠ • ♠♠ = • • ♠♠♠ ;

Fmirror • • ♠♠♠ = •♠ • ♠♠ ;

Fmirror • • ♠♠ • ♠♠ = • • ♠♠ • ♠♠ .

5.5. Compute Fenting •♠ • ♠♠ • • ♠♠♠ .

5.6. Define terms P n
i such that for 1 ≤ i ≤ n one has

Pn
i 〈M1, . . . , Mn〉 = Mi.

5.7. Show that the second set of three equations in definition 5.9 follows from
the first set.

5.8. Show that given terms A1, A2, A3 there exists a term H such that the
scheme of primitive recurion, see footnote 5.10 is valid.

5.9. Show the last three equations in the proof of Theorem 5.12.

5.10. Construct lambda terms P1 and P2 such that for all terms M, N

P1 MN = M & P2 MN = N.
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